Desarrollo en Software Orientado a Objetos y Basado en Modelos

3.1. Introducción y objetivos

En este tema se estudian y consolidan conceptos asociados a la orientación a objetos, con sus principios fundamentales: abstracción, jerarquía, clasificación, encapsulamiento y polimorfismo. Además, se analiza la necesidad de diferenciar entre análisis orientado a objetos y diseño orientado a objetos, y la dificultad que ello supone.

Junto a esto, se estudia el lenguaje de modelado por excelencia, UML, con sus características principales. Se realiza un estudio de los diagramas de clases con sus tipos de relaciones más comunes y se analiza el papel que juegan las herramientas CASE a lo largo del proceso de desarrollo de *software.*

Con el estudio de este tema pretendemos alcanzar los siguientes objetivos:

* Consolidar el concepto del paradigma de programación orientado a objetos.
* Estudiar los principios fundamentales de la orientación a objetos.
* Comprender los conceptos de clase y objeto.
* Estudiar y diferenciar entre el análisis y el diseño de la orientación a objetos.
* Estudiar el lenguaje de modelado unificado.
* Afianzar los conceptos principales de los diagramas de clases. Conocer la utilidad de trabajar con herramientas CASE durante el desarrollo de *software.*

3.2. Programación orientada a objetos

Aunque el concepto de programación orientada a objetos (POO) apareció por primera vez con Simula (Dahl y Nygaard, 1967), fue realmente con el lenguaje de programación Smalltalk (Goldberg y Kay, 1976) cuando se consolidó de manera definitiva.

POO se basa en la idea natural de la existencia de un mundo lleno de objetos, con características que los diferencian (atributos) y con un conjunto de acciones propias que pueden realizarse sobre ellos (operaciones).

Los atributos permiten representar y almacenar datos, y las operaciones permiten manipular los atributos. De esta manera, tal y como se afirman Shlaer y Mellor (1992) «[...] los programas orientados a objetos se construyen en base a un conjunto de objetos que colaboran entre sí mediante el intercambio de mensajes».

Booch *et al.* (2007), definen la programación orientada a objetos como:

«[…] un método de implementación en el que los programas se organizan como una colección de objetos que colaboran entre sí, donde cada objeto representa una instancia de una clase determinada, y donde las clases forman parte, todas ellas, de una jerarquía de clases relacionadas a través de la herencia» (p. 41).

La gran diferencia entre la programación orientada a objetos frente a la programación estructurada es el hecho de que la programación orientada a objetos hace de los objetos, y no de los algoritmos (basados en procedimientos y funciones), los elementos principales para el desarrollo del *software,* donde cada objeto ha de ser instancia de alguna clase. Con la programación orientada a objetos se consigue agrupar los elementos del código que tienen funcionalidades similares en un concepto unificado que permitirá acceder y modificar esos elementos.

Los lenguajes de programación orientados a objetos (LPOO) tuvieron su punto álgido durante los años ochenta, con la aparición de lenguajes como *C++*, *Objective* *C*, *Self*, y *Eiffel*. En las últimas décadas, Java se ha constituido como uno de los lenguajes de programación orientado a objetos más extendido. De acuerdo a Booch *et al.* (2007), un lenguaje de programación será orientado a objetos si cumple las siguientes condiciones:

* Los objetos son abstracciones de datos con una interfaz que contiene los nombres de las operaciones disponibles y tienen el estado oculto.
* Los objetos tienen un tipo asociado (clases).
* Las clases pueden heredar atributos de las superclases.

Fue precisamente en los años ochenta cuando los conceptos introducidos por los LPOO fueron generalizados dentro de los principios de la ingeniería del *software.* El término conocido como diseño orientado a objetos fue utilizado por primera vez por Booch (Booch, 1981; Booch, 1982) y, posteriormente, derivó en el paradigma conocido como desarrollo orientado a objetos (Booch, 1986).

El desarrollo de *software* orientado a objetos aboga por el uso de objetos durante todo el ciclo de vida del proyecto *software.* De este modo, pero con ciertos matices, los objetos identificados en el dominio del problema (análisis) jugarán un papel fundamental en el dominio de la solución (diseño). Así, el análisis orientado a objetos (AOO) se utiliza para definir los objetos de análisis que representan el dominio del problema.

De manera simplificada, se puede decir que el dominio del problema es una descripción reutilizable del problema a resolver y su contexto. Por su parte, el diseño orientado a objetos (DOO) propone una solución al problema a través de la creación y combinación de objetos de diseño.

La orientación a objetos (OO) parece ser un buen enfoque cuando hay que representar características del mundo real, ya que se puede asumir que el mundo real está formado por un conjunto de entidades conceptuales cuyas instancias colaboran entre sí y tienen unas características estructurales y de comportamiento que las definen.

Si se fuese capaz de identificar objetos, pero no una colaboración entre ellos, el enfoque de la orientación a objetos no tendría sentido. Solo cuando haya colaboración es cuando la orientación a objetos puede ser útil. La orientación a objetos no tiene por qué ser siempre la mejor forma de enfrentarse a un problema que requiere una solución *software.*

Entre las ventajas que puede ofrecer el enfoque orientado a objetos se encuentran las que se indican a continuación:

* Análisis. Favorece el análisis del dominio (es decir, análisis del problema y su solución) a un mayor nivel de abstracción.
* Comunicación. Favorece la comunicación entre los desarrolladores y los usuarios del *software* a implementar, ya que se realizan abstracciones del mundo real más fáciles de entender.
* Tolerancia. La orientación a objetos tiene mejor tolerancia a cambios que el enfoque estructurado, ya que una modificación en alguna funcionalidad no implica el tener que recorrer un gran número de funciones o procedimientos que no estarán relacionados por un nexo común.
* Reutilización. Favorece la reutilización de las clases definidas. Las clases tienen entidad propia, por lo que un cambio en una clase no debería, en principio, si está bien pensada, afectar al resto de clases, por lo que serán más fáciles de reutilizar.
* Verificación. Favorece el proceso de comprobación de su conformidad con los requisitos definidos.
* Extensibilidad. Favorece la extensión de funcionalidad en el alcance del proyecto.

3.3. Principios de la orientación a objetos

Dentro de la orientación a objetos se definen una serie de principios que constituyen la base en la que se fundamenta. Los principios fundamentales para OO son los que se describen a continuación (Booch *et al.,*2007):

Abstracción

La abstracción constituye el mecanismo por el que las personas se enfrentan a la complejidad. En el contexto de la OO, Booch *et al.* (2007) definen la abstracción como (ver Figura 1):

«Aquello que denota las características esenciales de un objeto, que le distingue de otros objetos ignorando los detalles que no son importantes desde un determinado punto de vista» (p. 45).

Figura 1. El nivel de abstracción varía dependiendo de cada punto de vista. Fuente: Booch, Maksimchuk, Engle, Young, Conallen y Houston, 2007.

Para un desarrollador, se podría decir que la abstracción es una forma de simplificar la realidad (dominio del problema y de su solución), en la que se queda con los aspectos relevantes y prescinde de todos aquellos que no son de interés para el sistema a implementar. De acuerdo a Booch et al. (2007, p. 45), existen varios tipos de abstracciones a la hora de desarrollar un sistema (ordenados de mayor a menor relevancia):

* Abstracción de entidad. Un objeto que representa un modelo útil de una entidad del dominio del problema o del dominio de la solución.
* Abstracción de acción. Un objeto que proporciona un conjunto generalizado de operaciones con un objetivo común.
* Abstracción de máquina virtual. Un objeto que agrupa operaciones que son utilizadas por algún nivel de control superior u operaciones que utilizan algún conjunto de operaciones auxiliares.
* Abstracción casual. Un objeto que engloba un conjunto de operaciones que no tienen relación entre sí.

Clasificación

La clasificación es el principio de OO que determina la relación entre las clases, donde los objetos estarán clasificados en clases, es decir, la clase será su tipo, tal y como se ilustra en la Figura 2. Booch *et al.* (2007), definen la clasificación como:

«[…] la forma en la que a un objeto se le asigna un tipo, de tal forma que, objetos de diferente tipo no se podrán intercambiar, o en caso de que se puedan intercambiar, lo harán de manera muy restrictiva» (p. 65).

Figura 2. Principio de clasificación.

En el dominio de la clasificación se reconocen dos formas diferentes de clasificar objetos:

* Fuerte vs débil. Esta clasificación se refiere a la consistencia del tipo, es decir, la clasificación será fuerte cuando no se deje invocar la operación de un objeto, a menos que la signatura de esa operación esté definida en la clase o en alguna superclase de dicho objeto.
* Estática vs dinámica. Esta clasificación se refiere al momento en el que los nombres son ligados a los tipos. La clasificación estática (conocida también en inglés como *static binding* o *early binding*) significa que los tipos de todas las variables y expresiones se fijan en tiempo de compilación, mientras que la clasificación dinámica (conocida en inglés como *late binding*) permite que los tipos de las variables y expresiones no se conozcan hasta el tiempo de ejecución.

Un ejemplo de lenguaje de programación estático y fuertemente tipado sería Ada, mientras que C++ y Java entrarían en la categoría de lenguajes de programación fuertemente tipados, pero dinámicos. En el otro extremo se encontraría Smalltalk, sin tipado y con clasificación dinámica.

Jerarquía

La jerarquía es el principio de OO que permite ordenar las abstracciones (*Booch et al.,* 2007, p. 58). La herencia sería un ejemplo de jerarquía que se da entre las clases y denota la relación «es-un/a», como, por ejemplo, un empleado «es-una» persona. El mecanismo de la herencia es el que va a permitir crear clases nuevas a partir de clases ya existentes.

Que una clase herede de otra clase quiere decir que se reutiliza la definición de la clase de la que se hereda en lo que se refiere a atributos, operaciones y relaciones que pueda tener con otras clases. La subclase sería la clase que hereda de otra clase, siendo ésta la superclase para dicha clase. Según el ejemplo anterior, empleado sería la subclase (es decir, hereda) de la clase persona, la cual representaría a la superclase.

De esta manera, la subclase hereda la estructura y el comportamiento de la superclase. Una clase puede heredar de una o varias clases, las limitaciones en el diseño del sistema *software* se podrán tener a la hora de elegir el lenguaje de programación, ya que Java, por ejemplo, no soporta la herencia múltiple. Estas características asociadas a la herencia son las que favorecerán la reutilización de código y que no haya que volver a codificar lo mismo por cada nueva aplicación que se tenga que implementar. La Figura 3 ilustra el principio de jerarquía para el enfoque OO.

Figura 3. Principio de jerarquía. Fuente: elaboración propia.

Encapsulamiento

El encapsulamiento es el principio de OO que permite separar la interfaz de la implementación en una clase. El objetivo del encapsulamiento es conseguir reducir el acoplamiento entre las clases. La idea es que la comunicación entre clases solo se realice a través del intercambio de mensajes y, para ello, los atributos, así como aquellas operaciones que se consideren solo de uso interno, se definirán como privados,mientras que aquellas operaciones que se consideren parte de la interfaz nativa de la clase (sus responsabilidades) son las que se definirán como públicas.

La interfaz de la clase encapsula el conocimiento del que dicha clase es responsable, de tal forma que, si se producen cambios en la clase sin que afecte a la interfaz, el resto del sistema no se verá afectado por dichos cambios (Stevens y Pooley, 2000, p. 8). La Figura 4 ilustra el principio de encapsulamiento para el enfoque OO.

Figura 4. Principio de encapsulamiento. Fuente: elaboración propia.

Polimorfismo

El polimorfismo es el principio de OO que permite a los objetos actuar de distinta manera ante el mismo mensaje. En este caso, las subclases pueden redefinir el comportamiento de una operación heredada, lo que hará que dependiendo del tipo de objeto la respuesta a un mismo mensaje podrá tener un comportamiento u otro. Con lo cual, a través del polimorfismo (operaciones polimórficas), para un mismo nombre de operación se pueden designar implementaciones distintas.

Las operaciones que no sean polimórficas serán consideradas operaciones concretas (Rumbaugh, Jacobson y Booch, 2007). Desde un punto de vista más técnico, el polimorfismo permite que toda referencia a un objeto que pertenece a una determinada clase (superclase), tome la forma de una referencia a un objeto de una clase que hereda de la anterior (subclase). La Figura 5 ilustra el principio de polimorfismo para el enfoque OO.

3.4. Objeto y clase

De acuerdo con la definición de Rumbaugh *et al.* (2007), un objeto es «una entidad discreta con identidad, estado y comportamiento que se puede invocar. Los objetos son las piezas individuales de un sistema en tiempo de ejecución» (p. 44).

Un poco más elaborada es la definición de Sommerville (2005), que define un objeto como:

«[…] Una entidad que tiene un estado y un conjunto de operaciones definidas que operan sobre ese estado. El estado se representa como un conjunto de atributos del objeto. Las operaciones asociadas al objeto proveen servicios a otros objetos (clientes) que solicitan estos servicios cuando se requiere llevar a cabo algún cálculo» (p. 165).

Bajo el principio de abstracción, un objeto se podría definir como la abstracción de una entidad real o conceptual, en la que se seleccionan los aspectos relevantes para el sistema en estudio. Desde un punto de vista de programación, el objeto representaría el código compuesto de propiedades y métodos que se podrán manipular de manera independiente.

Por tanto, de todas las definiciones anteriores se puede deducir que un objeto será una entidad del mundo real que tendrá asociado un estado (atributos), un comportamiento (operaciones) y una identidad que le diferenciará del resto de objetos, independientemente de los valores de los atributos que pueda contener cada objeto (es decir, aunque los valores de los atributos sean iguales en objetos distintos, la identidad que los define es lo que los hará independientes).

Así, por ejemplo, Juan, Ana y María son instancias (es decir, objetos) de la clase persona:

* Identidad. La identidad representa la existencia única del objeto en el tiempo y en el espacio. Se deberá determinar qué información del objeto es la que le define y le proporciona una identidad única (Arlow y Neustadt, 2005, p. 127).
* Estado. El estado de un objeto se determina a través de los valores de los atributos del objeto y las relaciones que mantiene con otros objetos en un momento determinado (Arlow y Neustadt, 2005, p. 127).
* Comportamiento. El comportamiento define las capacidades que el objeto puede ofrecer. Por ejemplo, para el caso de la impresora anterior, se podrían definir, entre otras, las siguientes capacidades: encender, apagar, imprimir documento y cargar página. Las capacidades se definen en una clase en forma de operaciones. Cuando se invoca una operación de un objeto normalmente cambiarán los valores de sus atributos, así como las asociaciones que pueda mantener con otros objetos, lo que, en algunos casos, podrá provocar un cambio de estado del objeto (Arlow y Neustadt, 2005, p. 127).

Por otro lado, de acuerdo a la definición de Rumbaugh, Jacobson y Booch (2007), una clase es el descriptor para un conjunto de objetos con similar estructura, comportamiento y relaciones.

Con lo cual, cuando se describe una clase, se está describiendo a todos los objetos que pertenecen a ella. Así, todos los objetos se clasificarán y agruparán en clases, de tal forma que un objeto siempre será una instancia de una clase (es decir, la clase es su tipo).

Bajo el principio de abstracción, una clase se podría definir a dos niveles:

* Primer nivel. En un primer nivel, la clase se podría definir como representación de entidades concretas (objetos). Por ejemplo, la clase «perro», donde los objetos que serían las entidades concretas, tangibles, podrían ser los perros: Fido, Rex, Luna y Anubis.
* Segundo nivel. En un segundo nivel, la clase se podría definir como representación de conjuntos de entidades (clases). Por ejemplo, la clase «raza perruna», donde los objetos representan a un conjunto de entidades (no es algo tangible en este caso), como podrían ser las razas de perro: pastor alemán, bóxer, boston terrier y dálmata.

Desde un punto de vista de programación, la clase representaría el conjunto de especificaciones que definen cómo se va a crear un objeto de dicha clase. La clase sería como la plantilla de creación de objetos que ha de incluir las declaraciones de todos los atributos y operaciones asociados con un objeto de dicha clase (Sommerville, 2005, p. 288).

Además, los objetos de una clase se podrán comunicar con objetos que pertenezcan a otras clases (es decir, podrán enviar mensajes a otros objetos) mediante el establecimiento de asociaciones entre las clases. Una asociación es la especificación de un conjunto de conexiones entre las instancias de las clases que están asociadas. Las asociaciones entre clases representan la estructura y posibilidades de comunicación del sistema.

En definitiva, todas las entidades que tengan características comunes se abstraen en una única entidad (clase), que contendrá toda la información relevante para el sistema en estudio. Así, todos los objetos que sean instancias de una clase compartirán los mismos atributos, operaciones, relaciones y semántica.

### 3.5. Análisis y diseño orientado a objetos

Una gran ventaja de la OO es el hecho de que se puede aplicar la misma notación para representar los objetos, así como sus relaciones, tanto en la fase de análisis como en la fase de diseño de un proyecto *software.* El análisis va a permitir desarrollar el sistema correcto, mientras que el diseño permitirá desarrollar el sistema de la manera correcta (Larman, 2005, p. 7).

Durante el AOO se hace especial énfasis en localizar y describir los objetos o conceptos del dominio del problema. Por ejemplo, para el caso del *software* que gestiona los vuelos en un aeropuerto, algunos de los conceptos serían: avión, vuelo y piloto.

De acuerdo a Arlow y Neustadt (2005, p. 158), las clases de análisis:

* Representan una abstracción a muy alto nivel del dominio del problema.
* Deberían corresponderse con los conceptos del negocio del mundo real y ser nombrados, por tanto, en concordancia, sin ningún tipo de ambigüedad ni inconsistencia.

En la fase de análisis, las clases deberían definir los atributos a muy alto nivel, sin entrar en gran detalle, incluyendo la información más relevante que se identifica a primera vista. Arlow & Neustadt (2005, p. 159-160) definen lo mínimo que debería definir una clase de análisis:

* Nombre. En una clase de análisis el nombre siempre ha de aparecer.
* Atributos. La clasificación de los atributos es opcional a este nivel.
* Operaciones. Las operaciones han de recoger a muy alto nivel las responsabilidades que se consideran para una clase. Definir los parámetros de las operaciones y el tipo de valor que puede devolver una operación sería opcional a este nivel.
* Visibilidad. A este nivel, la visibilidad de atributos y operaciones no se suele mostrar, aunque para mantener el principio de encapsulamiento, todos los atributos deberían ser definidos como privados.
* Estereotipos. Los estereotipos se podrán mostrar a este nivel si realmente mejoran la comprensión del dominio del problema.
* Valores etiquetados. Al igual que los estereotipos, solo se deberán mostrar si realmente mejoran la comprensión del dominio del problema.

Según Pressman (2010, p. 143), una técnica para identificar las clases de análisis consiste en subrayar, en el documento o modelo de requisitos, cada sustantivo o frase que incluya lo que se considera que debería ser una clase e introducirlo en una tabla (también se deberán anotar los sinónimos). Solo se marcará aquello que se considere que forma parte del dominio del problema y no del dominio de la solución (ya que estas clases formarían parte de la fase de diseño). Para Pressman (2010, p. 143), las clases de análisis podrán adoptar, entre otras, las siguientes formas:

* Entidades externas que van a producir o harán uso de la información que se obtiene del *software* a desarrollar, como, por ejemplo, sistemas externos, dispositivos y personas.
* Cosas que forman parte de dominio de información que proporciona o de la que se alimenta el sistema, como, por ejemplo, informes, pantallas y señales.
* Ocurrencias o eventos que se van a producir dentro del contexto del comportamiento del sistema, como, por ejemplo, una trasferencia bancaria o el movimiento de un robot.
* Roles que desempeñan los actores que interactúan con el *software* a desarrollar, como, por ejemplo, un cliente y un vendedor.
* Unidades organizacionales que son de interés para el *software* a desarrollar, como, por ejemplo, una división, un departamento y un equipo.
* Lugares que determinan el contexto y el objetivo principal del *software* a desarrollar, como, por ejemplo, una plataforma de carga y un aeropuerto.
* Estructuras que definen un conjunto de objetos o las clases relacionadas a dichos objetos, como, por ejemplo, sensores, ordenadores y vehículos.

Respecto a cómo comprobar la calidad de las clases de análisis identificadas, Arlow y Neustadt (2005, p. 160) listan un conjunto de condiciones que se han de satisfacer para que una clase de análisis sea considerada válida en la definición del dominio del problema en un proyecto *software:*

* Su nombre ha de reflejar su intención.
* Se corresponde con una abstracción a muy alto nivel que modela un elemento específico del dominio del problema.
* Se corresponde con una característica totalmente identificable dentro del dominio del problema.
* Contiene un conjunto pequeño y bien definido de responsabilidades.
* Presenta alta cohesión.
* Presenta bajo acoplamiento.

En lo que respecta al DOO, en este caso, el énfasis se da en la definición de los objetos *software* que se traducirán a código en un lenguaje de programación concreto y en la forma en la que estos objetos colaboran entre sí para satisfacer los requisitos del sistema (Larman, 2005, p. 7).

Para las clases de diseño, existen dos formas de extraerlas, propuestas por Arlow y Neustadt (2005, p. 344):

* Como un refinamiento de las clases de análisis, en la que se añaden los detalles de implementación (de cara a posibles cambios, habrá que mantener la trazabilidad de cada clase de análisis a la clase o clases de diseño que describe su implementación).
* Del dominio de la solución, que proporciona las herramientas técnicas que van a permitir implementar el *software.*

La Figura 6 ilustra la transformación de una clase de análisis en una clase de diseño teniendo en cuenta los dos factores descritos anteriormente, donde se refina la clase de análisis y se tiene en cuenta la plataforma de desarrollo a la hora de definir la clase de diseño (para este ejemplo, el lenguaje de programación a utilizar sería Java).

Figura 6. Refinamiento de una clase de análisis en una clase de diseño. Fuente: Arlow y Neustadt, 2005.

El proceso de extracción de las clases de diseño, propuesta por Arlow y Neustadt (2005, p. 345), es el que se ilustra en la Figura 7.

Figura 7. Extracción de las clases de diseño para un sistema software. Fuente: Arlow y Neustadt, 2005.

Por su parte, Pressman (2005, p. 196), define cinco tipos distintos de clases de diseño, donde cada tipo representa una capa distinta de la arquitectura elegida para el diseño del *software* a desarrollar:

* + Clases de la interfaz de usuario que definen todas las abstracciones necesarias para la interacción hombre-máquina, o «interfaz de usuario» como también se le denomina (*Human-Machine Interface,*HMI).
  + Clases del dominio del negocio que se suelen corresponder con el refinamiento de las clases de análisis para su implementación.
  + Clases de proceso que implementan las abstracciones del negocio a más bajo nivel de tal forma que se posibilite su gestión completa.
  + Clases persistentes que representan los repositorios de datos, como, por ejemplo, las bases de datos, que seguirán existiendo, aunque el sistema *software* no esté en ejecución.
  + Clases del sistema que implementan las funciones de administración y control del *software,* que permitirán que la aplicación opere y se comunique dentro y fuera de la frontera del sistema.

Tal y como se destaca en Pressman (2005, p. 196), a medida que se va creando la arquitectura el nivel de abstracción se va reduciendo y las clases de análisis del dominio del problema se transforman en clases de diseño que permitirán su implementación.

Mientras que la terminología empleada en las clases de análisis es propia del modelo de negocio que describe el problema a resolver, la terminología empleada para las clases de diseño está ligada a detalles más técnicos, vinculados a la plataforma de desarrollo, que describen cómo se ha de implementar el sistema *software.*

El hecho de plantearse el mundo real, o el dominio del negocio, como un conjunto de objetos que colaboran entre sí para elaborar las clases de análisis ha dado lugar a que haya autores que pongan en tela de juicio si esa propuesta que se está haciendo del sistema, considerada como parte integrante de la fase de análisis, no debería ser ya considerada como parte del diseño (la orientación a objetos vista así como una tecnología de desarrollo más).

Hay (1999), es uno de los autores que pone en duda que el dominio del negocio solo puede ser visto y tratado exclusivamente desde un punto de vista de análisis. Argumenta la dificultad de algunos eruditos de OO para poder explicar conceptos utilizados en análisis, como el concepto de herencia, sin utilizar código en algún lenguaje de programación, lo cual imposibilita su entendimiento para gente que solo sea experta en el dominio del negocio y no sepa programar.

Esto es consecuencia de las diferentes vistas que se tiene, para un mismo sistema, por parte diferentes personas, lo que complica la comunicación y que puede impedir que el análisis orientado a objetos se vea como un análisis del sistema en estado puro.

Zachman (1987), dentro de su marco de trabajo, clasifica las diferentes vistas o perspectivas que se van a dar en cualquier proyecto de desarrollo de *software* para entender esta problemática:

* Alcance. Esta vista se refiere a entender los objetivos de la organización, cómo es con respecto a otras compañías del mismo negocio y qué es lo que la hace diferente.
* Vista del propietario del negocio. Esta vista hace referencia, no a los *stakeholders,* sino a las personas que operan el negocio. Estas personas utilizan un vocabulario determinado y son quienes realmente saben cómo funciona el negocio.
* Vista del arquitecto. Esta vista se refiere al reconocimiento de que se dan estructuras fundamentales y tecnológicamente independientes, y a la representación del negocio a través de estas estructuras.
* Vista del diseñador. Esta vista se refiere a la aplicación de la tecnología para poder gestionar los requisitos del sistema que se han descubierto en la vista del arquitecto.
* Vista del desarrollador. Esta vista se refiere a la parte interna de los programas y la tecnología. El desarrollador conoce a la perfección el lenguaje de programación que se va a utilizar, las tecnologías de las comunicaciones, etc.
* Vista de producción. La vista del sistema completo, ya finalizado.

### 3.6. Lenguaje unificado de modelado

El **lenguaje unificado de modelado** (Unified Modeling Language, UML) (OMG, 2011, 2017) es un **lenguaje visual** de propósito general para el modelado de sistemas.

Aunque UML se encuentra muy vinculado al modelado de sistemas software OO, este lenguaje puede abarcar un campo más amplio de aplicación gracias a sus **mecanismos de extensibilidad** (Arlow & Neustadt, 2005).

UML fue diseñado para incorporar las mejores prácticas en técnicas de modelado e ingeniería del software.

Es importante no confundir UML con una metodología de modelado como puede ser, por ejemplo, el **proceso unificado** (UP), que utiliza UML como la notación de su modelado visual. UML se puede utilizar con todas las **metodologías o ciclos de vida** existentes, lo que hace es proporcionar una sintaxis visual (notación) que permite la construcción de modelos.

Los **lenguajes de modelado OO** comenzaron a aparecer entre a mediados de los setenta y finales de los ochenta. En este periodo diversos expertos en modelado experimentaron con diferentes técnicas de análisis y diseño OO. A pesar de la variedad de métodos OO disponibles en esta época, los usuarios no acababan de encontrar el más adecuado a sus intereses, lo que desencadenó la conocida «guerra de los métodos».

A mediados de los noventa, surgieron nuevas versiones de los métodos existentes que incorporaban las técnicas de los otros métodos. Así, unos pocos métodos empezaron a adquirir una importancia especial y destacar sobre los demás.

El desarrollo de UML comenzó a finales de 1994, cuando Grady Booch y Jim Rumbaugh, de Rational Software Corporation, unieron sus respectivos trabajos: el método Booch (también conocido como Object Oriented Design, OOD) y Object Modeling Technique(OMT). En 1995, Ivar Jacobson y Objectory Company, con el método Object-Oriented Software Engineering(OOSE), se unieron a Rational. Como autores principales de los **métodos Booch, OMT** y **OOSE,** Grady Booch, Jim Rumbaugh e Ivar Jacobson se animaron a crear un **lenguaje unificado de modelado,** motivados principalmente por tres razones:

1. Sus métodos evolucionaban de manera independiente hacia los otros dos métodos, lo que hacía que tuviera sentido continuar esa evolución juntos como un único método y no como tres métodos distintos con muchos aspectos en común.
2. Si se alcanzaba una unificación en lo que se refería a semántica y notación, se podría alcanzar cierta estabilidad en el mercado de la OO, gracias a la existencia de un único lenguaje de modelado suficientemente maduro y a la creación de herramientas que se centrarían en los aspectos más útiles del lenguaje.
3. Los tres autores (o los tres amigos, como también se les conoce) esperaban que con la colaboración conjunta se podrían alcanzar importantes mejoras en los métodos individuales, ayudando a determinar las lecciones aprendidas y a contemplar problemas que ninguno de los métodos había sabido manejar correctamente.

El trabajo en equipo de Booch, Rumbaugh y Jacobson dio como resultado las versiones **UML 0.9** y**UML 0.91**en junio y octubre de 1996, respectivamente. Hasta poco antes todavía lo denominaban **método unificado**(Unified Method), pero desistieron de unificar sus métodos y se conformaron con unificar sus notaciones. A lo largo de 1996 los autores de UML solicitaron y recibieron feedback de toda la comunidad que fueron introduciendo en el lenguaje. De este modo, varias organizaciones empezaron a ver la importancia estratégica de UML para su negocio e hicieron sus contribuciones para obtener una versión UML 1.0 mucho más robusta.

En enero de 1997 surge **UML 1.1,** como resultado de la unión de nuevas compañías y en un intento de clarificar la semántica de UML 1.0. Esta versión final es la que fue aprobada y aceptada por el OMG.

En el año 2000, UML 1.4 introduce una ampliación muy significativa a UML mediante la **semántica de acción.** La semántica de acción describe el comportamiento de un conjunto de acciones primitivas que se pueden implementar mediante determinados **lenguajes de acción.**

La semántica de acción más el lenguaje de acción permiten una especificación detallada de los elementos de comportamiento de los modelos UML (por ejemplo, las operaciones de las clases) directamente en el modelo UML.

Esta característica es la que hace posible que la especificación UML sea **computacionalmente completa** y que se puedan obtener **modelos UML ejecutables,** es decir, modelos que contienen toda la información necesaria para generar, transformando a código utilizando un lenguaje de programación, la funcionalidad requerida para el sistema.

Los primeros borradores de **UML 2.x** aparecen en el año 2003, introduciendo bastante sintaxis visual nueva y sustituyendo e intentando clarificar sintaxis de las versiones anteriores 1.x. La Figura 8 resume la historia de los lenguajes de modelado hasta la versión actual más estable de UML (2.5.1, que es una versión con mínimos cambios respecto a la 2.4.1) (OMG, 2017).

Figura 8. Evolución de los lenguajes de modelado. Fuente: Cabot, 2014.

Como ya se ha dicho anteriormente, los modelos UML se pueden representar gráficamente mediante diagramas UML, siguiendo las reglas de la notación UML. De esta manera, resulta posible representar los modelos UML como **modelos diagramáticos** (Petre, 2005). En cualquier caso, es importante tener en cuenta que un modelo UML no es meramente un diagrama o una colección de diagramas, sino que se podría representar, por ejemplo, de manera textual mediante **serialización XMI** (Génova, Valiente y Nubiola, 2005).

De acuerdo a Fowler (2003), los diagramas UML pueden tener**tres finalidades** bien diferenciadas:

* + **Sketch.** Aquí se clasificarían los diagramas informales e incompletos que se crean para analizar y entender las partes más complejas en el dominio del problema o en el dominio de la solución.
* Blueprint**.** Aquí se clasificarían los diagramas de diseño más o menos detallados utilizados para:
  + Ingeniería inversa,que permitirá visualizar y comprender mejor el código ya existente.
  + Generación de código (ingeniería directa).
* **Lenguaje de programación.** Aquí se clasificarían especificaciones completas y ejecutables de un sistema software en UML. El código ejecutable se podrá generar automática y normalmente, no será visto ni modificado por los desarrolladores, que solamente trabajarán con UML como si de un lenguaje de programación se tratase.

Por tanto, si se toma UML como lenguaje diagramático, un modelo UML estará formado normalmente por diferentes diagramas, donde cada diagrama representa un**aspecto parcial del modelo.** Algunos diagramas UML muestran la estructura estática de un sistema software,por ejemplo, un diagrama de clases muestra un conjunto de clases, tipos e interfaces, y sus asociaciones. Un diagrama de clases puede mostrar las operaciones de cada clase, pero no describe el comportamiento real de cada operación.

Por el contrario, los **diagramas de comportamiento,** como, por ejemplo, los diagramas de secuencia y los diagramas de actividad, se pueden utilizar para describir la dinámica de un modelo UML. Tal y como indican Shlaer y Mellor (1992), «[...] los diagramas de comportamiento pueden describir qué es lo que ocurre cuando se invoca una operación o pueden describir toda la vida de un objeto».

Así, viendo los modelos UML como modelos diagramáticos, un modelo UML completo siempre va a contener **diagramas de estructura y de comportamiento,** que describen, respectivamente, los aspectos estáticos y dinámicos de un sistema (ver Figura 9).

Figura 9. Clasificación de diagramas en UML 2.5.1. Fuente: uml-diagrams.org, s. f.

Erickson y Siau (2007), realizaron un estudio en el que concluyeron que la mayoría de los usuarios de UML consideran como fundamentales los siguientes **cinco tipos** de diagrama:

* **Diagramas de actividad,** que muestran actividades realizadas en un proceso.
* **Diagramas de casos de uso,** que muestran las interacciones entre el sistema y actores de su entorno.
* **Diagramas de secuencia,** que muestran interacciones entre los actores y distintos componentes del sistema.
* **Diagramas de clases,** que muestran clases de objetos del sistema y sus relaciones.
* **Diagramas de estado,** que muestran el comportamiento y reacciones del sistema ante eventos internos y externos.

Génova, Valiente y Nubiola (2005) definen un modelo UML como:

«[…] un conjunto lógico de elementos que representan algo (semántica), que están definidos de acuerdo a la sintaxis abstracta del lenguaje (el metamodelo) y que pueden representarse de acuerdo a su sintaxis concreta (la notación). El modelo como un todo significa una cierta realidad, y cada elemento significa una parte pequeña de esa realidad» (p. 4).

Con lo cual, se puede decir que UML va a estar definido por **tres elementos:**

* Sintaxis abstracta (metamodelo).
* Sintaxis concreta (notación).
* Semántica.

El **metamodelo** de UML (OMG, 2011) es un modelo UML que define un lenguaje de modelado para explicar la generación de modelos UML válidos. La Figura 10 muestra un ejemplo de la **sintaxis abstracta** para algunos elementos del modelo de actividad. Así, podemos ver cómo ha de estar definido un modelo de actividad para que sea conforme a UML.

Figura 10. Ejemplo de sintaxis abstracta para el modelo de actividad. Fuente: OMG (2011).

Por su parte, la **notación** describe la representación gráfica que se utiliza para representar un **concepto** (es decir, un elemento del modelo) en los diagramas (solo los conceptos que puedan aparecer en los diagramas tendrán la notación definida). La Figura 11 muestra un ejemplo de sintaxis concreta para algunos elementos que pueden aparecer en los diagramas de actividad.

Figura 11. Ejemplo de sintaxis concreta para un diagrama de actividad. Fuente: OMG, 2011.

Por último, la **semántica** se encuentra descrita en lenguaje natural y describe el significado de un concepto: **lo que representa y su comportamiento.** UML contempla un mecanismo que permite añadir nueva semántica: **las restricciones**. Una restricción indica las condiciones que deben cumplirse para que el modelo esté bien formado. Una restricción se puede escribir en texto en claro, o de manera más formal con el lenguaje Object Constraint Language (OCL) (OMG, 2014). Una restricción se presenta como una cadena de caracteres entre llaves junto al elemento asociado. La Figura 12 muestra un ejemplo de restricción, que indica, en este caso, que los aeropuertos en los que hace escala un determinado vuelo han de estar ordenados.
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Figura 12. Restricciones en UML. Fuente: OMG, 2014.

En definitiva, la utilización de **UML** en la ingeniería de software aporta un gran número de beneficios. Debido a su aceptación como estándar en la industria del software, se puede utilizar como medio de comunicación común entre los stakeholders del proyecto. Por otro lado, su lenguaje diagramático facilita su utilización y promueve la creación de herramientas que soporten modelos UML. Además, gracias a la variedad de diagramas UML adecuados a las distintas fases del proyecto, UML se puede utilizar durante todo el proceso de desarrollo de software.

El inconveniente principal de utilizar UML se debe a que el lenguaje no se encuentra definido con total precisión (la semántica no es totalmente formal), lo que puede causar **ambigüedad en su interpretación,**es decir, cada stakeholder podría interpretar algún aspecto de un modelo UML de manera diferente. Si un programador interpreta el modelo de manera distinta al diseñador, el programador implementará un sistema que no se corresponderá al diseño establecido. Visto así, se perdería cualquier beneficio que se pudiera obtener por la utilización de un lenguaje estandarizado.

Ahora bien, lo que se puede hacer en un proyecto real es dotar a UML de una semántica formal que elimine toda posible malinterpretación de los modelos realizando una correspondencia con un modelo formal.

3.7. Diagrama de clases

Las clases, son la base de la POO. Son la forma de representar las características comunes de elementos que van a formar parte de un *software.*

Para modelar las clases con sus atributos y operaciones, y las relaciones con otras clases, se utilizan los diagramas de clases de UML (Rumbaugh, Jacobson y Booch, 2007).

![A screenshot of a computer

Description automatically generated](data:image/jpeg;base64,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)

Figura 13. Representación de una clase. Fuente: Minguillón, s. f.

Un diagrama de clases recoge las clases de objetos y sus asociaciones, representando la estructura(estática) y el comportamiento de cada uno de los objetos del *software* y sus relaciones con los demás objetos, sin mostrar información temporal (Consejo Superior de Informática, 2001).

No existe un método o proceso que nos permita detectar las clases necesarias de un diagrama de clases, pero sí se pueden tener en cuenta una serie de cuestiones (Minguillón, s.f.):

* Respecto al nombre de la clase, hay que tener en cuenta que debe ser un sustantivo en singular y debe de ser significativo, simple, tener intención y tener relación con su semántica.
* Los atributos son las propiedades de las clases y para cada uno se puede indicar su nombre, tipo y visibilidad. El nombre de los atributos debe ser significativo; el tipo puede ser un tipo de datos común o cualquier clase, el nombre y el tipo vienen separados por el símbolo «:»; y la visibilidad nos indica como pueden relacionarse las operaciones de otras clases con el atributo
  + Público («+»): puede relacionarse con otras clases. En OO los atributos por defecto no suelen ser públicos por el principio de encapsulamiento. Para que sean accesibles por otras clases, se suelen utilizar las operaciones y .
  + Protegido («#»): puede relacionarse con las clases descendientes
  + Privado («-»): no puede relacionarse con otras clases.
* Las operaciones o métodos representan el comportamiento de la clase. La estructura sintáctica de las operaciones es la siguiente:

visibilidad nombreOperacion (Parámetro, Parámetro, ...) [: tipo de retorno]

* + Al igual que los atributos tienen la misma tipología y semántica de visibilidad.
  + Una operación puede tener cero o más parámetros y tienen la siguiente estructura sintáctica:

{[dirección] nombreParametro: tipo [=valor por defecto]}

* + La dirección puede ser (identifica qué es de entrada y no se puede modificar), (identifica qué es de salida y se puede modificar) o (especifica qué es de entrada y salida).

Relaciones entre clases

Las principales relaciones que puede haber entre dos o más clases en OO son: generalización (herencia), asociación, agregación, composición y dependencia.

Figura 14. Algunas de las relaciones más comunes entre clases. Fuente: Consejo Superior de Informática, 2001.

Asociación

Relación más común en un diagrama de clases. Representa un conjunto de enlaces entre objetos, es decir, las instancias de una clase pueden relacionarse con las instancias de otras clases con las que están asociadas.

Este tipo de relación se representa mediante una línea continua entre las clases asociadas. Puede ser unidireccional o bidireccional. Si es unidireccional se indica con una flecha en uno de los extremos e indica que la relación es solamente en uno de los dos sentidos.

Figura 15. Relación de asociación unidireccional. Fuente: Minguillón, s. f.

Cada relación de asociación puede presentar elementos adicionales como la direccionalidad, los nombres de la asociación o la multiplicidad que doten de mayor detalle al tipo de relación:

* Nombre o rol: describe la semántica de la asociación. Debe colocarse junto al extremo de la línea que está unida a una clase, para expresar cómo esa clase hace uso de la otra clase con la que mantiene la asociación. El nombre suele corresponderse con expresiones verbales presentes en las especificaciones.
* Multiplicidad o cardinalidad: describe la cardinalidad de la relación, es decir, especifica cuántas instancias de una clase están asociadas a una instancia de la otra clase. La multiplicidad se puede indicar con un número concreto, un rango o una colección de números. La multiplicidad puede ser uno a uno, uno a muchos y muchos a muchos.
  + Uno a uno: una instancia de la clase A se relaciona con una única instancia de la clase B y cada instancia de la clase B se relaciona con una única instancia de la clase A.
  + Uno a muchos: una instancia de la clase A se relaciona con varias instancias de la clase B, y cada instancia de la clase B se relaciona con una única instancia de la clase A.
  + Muchos a muchos: una instancia de la clase A se relaciona con varias instancias de la clase B, y cada instancia de la clase B se relaciona con varias instancias de la clase A.

En la Tabla 1 se muestran las posibles multiplicidades y sus notaciones. También pueden existir combinaciones de las notaciones de la tabla.

Tabla 1. Descripción de las notaciones en la relación de asociación. Fuente: elaboración propia a partir de Minguillón (s. f.).

Generalización

La generalización o herencia es una relación entre una clase más general (superclase) y una clase más específica (subclase). Esto refleja relaciones « », de manera que las instancias de la subclase son un tipo específico de instancias de la superclase.

La subclase hereda las propiedades, el comportamiento y las relaciones de la superclase, a la vez que puede añadir sus propias propiedades, relaciones y comportamiento.

Esta relación se representa mediante una línea continua con una punta triangular hueca que apunta a la superclase.

Figura 16. Ejemplo relación de herencia. Fuente: Minguillón, s. f.

Agregación

La relación de agregación es un tipo especial de asociación. En este tipo de relaciones se asume una subordinación conceptual del tipo « » reflejando relaciones « », de manera que es un tipo de relación jerárquica entre un objeto que representa la totalidad de ese objeto y las partes que lo componen.

En este tipo de relación se puede eliminar la instancia que representa al « » y seguir existiendo las instancias que eran sus « ».

Esta relación se representa mediante un rombo hueco en la clase cuya instancia es una agregación de las instancias de la otra, es decir, indicando la relación « ».

Composición

La relación de composición es un tipo de agregación más específico en el cual se requiere que una instancia de la clase que representa a las partes esté asociada como mucho con una de las instancias que representan el « » (nótese que no puede haber multiplicidad « » en el extremo del agregado) (Minguillón, s.f.).

Esta relación se representa mediante un rombo relleno en el lado de la clase que representa al « ».

En este tipo de relación, si se elimina la instancia que representa al « », se eliminan indirectamente el resto de las instancias que eran sus « ».

Dependencia

La relación de dependencia entre clases denota una relación de uso entre las mismas. Esto quiere decir que, si la clase de la que se depende cambia, es posible que se tengan que introducir cambios en la clase dependiente.

Esta relación se representa mediante una línea discontinua con una flecha apuntando a la clase cliente. La relación puede tener un estereotipo que se coloca junto a la línea y entre el símbolo: «...».

Es el tipo de relación entre clases más débil y, como recomendación general, solo debería mostrarse en los diagramas cuando aporten alguna información importante

### 3.8. Herramientas CASE

La tecnología **ingeniería de** software**asistida por ordenador** (Computer-Aided Software Engineering,CASE) proporciona soporte automatizado para gestionar las distintas actividades de los procesos software,entre las que estarían, entre otras, ingeniería de requisitos, diseño, desarrollo y pruebas. Así, las herramientas CASE incluyen editores de diseño, diccionarios de datos, compiladores, depuradores (debuggers), herramientas que facilitan la construcción del sistema software, etc.

De acuerdo a Sommerville (2005, p. 79-82), las herramientas CASE se pueden clasificar en distintas categorías (ver Figura 17):

* **Herramientas.** Las herramientas CASE dan soporte a tareas individuales del proceso software (por ejemplo, comprobación de la consistencia de un diseño, compilación de un programa, comparación de los resultados de las pruebas, etc.). Las herramientas pueden ser de propósito general, herramientas stand-alone (por ejemplo, un procesador de palabras) o se pueden agrupar en bancos de trabajo (workbenches).
* Workbenches**.** Los workbenches CASE consisten en un conjunto más o menos integrado de herramientas que dan soporte a la automatización del proceso completo de desarrollo del sistema software (por ejemplo, workbenches para diseño suelen dar soporte a la parte de programación y pruebas del sistema). El producto final generado por este tipo de herramientas es un sistema en código ejecutable junto con su documentación. Agrupar un conjunto de herramientas CASE en un workbenchofrece la ventaja de tener un soporte más uniforme que el que puede ofrecer una herramienta de manera individual.
* **Entornos.** Los entornos CASE también dan soporte a todo, o al menos a una parte sustancial, del proceso software. Los entornos normalmente comprenden varios workbenches integrados.

Figura 17. Tecnología CASE: herramientas, workbenches y entornos. Fuente: Sommerville, 2005.

Para el modelado de sistemas software con UML, las herramientas CASE pueden ofrecer, entre otras, las siguientes características:

* Representación gráfica.
* Corrección sintáctica.
* Coherencia entre distintos diagramas.
* Integración con otras aplicaciones de modelado.
* Trabajo multiusuario.
* Reutilización.
* Generación de código.

En el contexto del desarrollo de software dirigido por modelos (DSDM), donde los modelos son los que guían la construcción del software (no es lo mismo que el desarrollo basado en modelos, donde se utilizan modelos para el desarrollo del sistema, pero no constituyen el eje fundamental), las herramientas CASE van a permitir entre otras **funcionalidades** (OMG, 2005):

* Especificar un sistema software independientemente de la plataforma sobre la que se va a soportar.
* Especificar plataformas o seleccionar especificaciones de plataformas existentes.
* Seleccionar una plataforma determinada para el sistema a desarrollar.
* Transformar la especificación del sistema software en una especificación específica para la plataforma de desarrollo seleccionada.

### **Herramientas CASE para modelado con UML**

Desde la creación del lenguaje de modelado unificado a mediados de los noventa, han aparecido multitud de herramientas para modelar con UML, ya que, a pesar de que ha pasado bastante tiempo desde su primera versión, sigue siendo el **principal lenguaje** para el modelado de software.

Según Cabot (2019), antes de utilizar una herramienta de modelado UML, hay que ver cuál realmente te va a ser útil en tu desarrollo, ya que no hay una herramienta que sirva para todo.

Ionos España (2021), piensa de la misma manera. Seleccionar la herramienta de modelado adecuada para tu desarrollo no es una tarea fácil, a pesar de la multitud de herramientas existentes, ya que no todas disponen de las mismas **características y funcionalidades.** Unas son buenas para la generación de código, otras trabajan con cualquier tipo de diagrama, otras permiten trabajar con ingeniería inversa, otras trabajan con múltiples lenguajes de programación, etc.

Cómo específica OMG, primero hay que determinar qué diagramas se quieren desarrollar y qué se quiere representar en esos diagramas, y después será el momento de seleccionar la **herramienta más adecuada**para tu proyecto de desarrollo de software.

A continuación, se listan algunas de las herramientas más conocidas o utilizadas, algunas de las cuales son herramientas online que no necesitan instalación (Cabot, 2017, 2019, 2021; Ionos España, 2021; Modeling Languages, 2020):

* StarUML.
* ArgoUML.
* Gliffy.
* Papyrus UML.
* Visual Paradigm Online.
* Modelio.
* MagicDraw.
* Lucidchart.
* UML Designer.
* GenMyModel.
* Draw.io.
* Creately.
* Cacoo.
* UMLet.
* PlantUML.
* yUML.